ABSTRACT

There are often problems when students enter a course with widely different experience levels with key course topics. If the material is covered too slowly, those with greater experience get bored and lose interest. If the material is covered too quickly, those with less experience get lost and feel incompetent. We have found this to be the case for incoming students into our Computer Science Major.

This situation has led to the creation of CS 0.5, an introductory Computer Science course to target those CS majors who have little or no background in programming. Our goal is to provide these students with an engaging curriculum and prepare them to keep pace in future courses with those students who enter with a stronger background.

We provide a preliminary report on our success in using a media computation course for CS 0.5.
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1. INTRODUCTION: THE PROBLEM

There is a problem with the first two years of the computer science (CS) major: very high attrition. The annual attrition rate among freshman and sophomores majoring in CS in the U.S. has been reported to average 19%, and at some schools to be 60% [4]. At our school we have observed an attrition rate from freshman to sophomore year of 30–40%, although our sophomore to junior year attrition has been fairly low.

Today this attrition rate is especially troubling, because CS departments in the U.S. are faced with a substantial decrease in the enrollment in the CS major (see, e.g., [3, 22, 24]). While many departments were happy with the first decrease from the extremely high enrollment of the Internet Bubble of the late 1990s, today most departments are worried about having too few majors—some at today’s enrollment, almost all at next year’s projected enrollment.

Because the attrition rate for CS majors is so much worse than for other majors with similar requirements for freshman—excluding courses directly in the major—we will assume that the source of the problem is the introductory course sequence in CS. Indeed, international studies of programming performance [15], declining retention rates [8], and student failure rates as high as 50% [20] show that CS departments today are not successfully attracting a wide range of students to introductory CS courses, nor fully engaging those students who do enroll in such courses.

Furthermore, the introductory course sequence seems to be serving the needs of women even worse than the needs of men (who make up a heavy majority of CS majors). The enrollment of women in introductory CS classes keeps falling, and retention rates for women are even worse than for men (see, e.g., [2, 13, 14]). Women reportedly tend to avoid CS (and IT in general) in part because they find CS courses “too boring” and “overly technical,” with little room for creative “tinkering” [1, 14]. At a session devoted to increasing the enrollment of women at a recent ACM SIGCSE conference, speakers reported that women CS majors were often surprised by how much “creativity” there was in later CS courses, since introductory courses did not highlight this aspect of CS [18]. And women CS majors, in contrast with men, are mostly interested in real applications of computing, and not simply computing for its own sake [1, 14].

Notice that addressing the factors that cause women to avoid CS, in addition to increasing the number of women majoring in CS, may also increase the number of men—in particular, who currently are not retained in the major. Stephen W. Director, Chair of the U.S. Engineering Dean’s council, has testified that, “Women in engineering programs are the ‘canaries in the coal mine. If women do well in a program, most likely everyone else will also do well.’” [6].

An additional problem is severe underrepresentation of African Americans and Hispanics among CS majors. This problem has been less studied than the shortage of women, perhaps because at many schools there are so few CS majors from these groups that it is difficult to make any statistically meaningful statements about their numbers.
2. PROPOSED SOLUTION: OVERVIEW

We hypothesize that providing two, rather than one, starting points for the CS major will significantly improve the retention of CS majors in general, and women in particular. Thus, rather than there being a single “CS 1” that is taken as the first course in the CS major by every major, there would be two courses: “CS 0.5” and “CS 1.”

Briefly, the idea of CS 0.5 is that most incoming majors will take CS 0.5; a substantial minority (perhaps 20–30%) will go directly into a mildly aggressive version of a traditional CS 1 course. The objectives of CS 0.5 are to give students a moderate amount of what we might call “programming maturity,” by way of analogy with what our mathematician colleagues refer to as mathematical maturity, and to instill both enthusiasm for, and general knowledge about computer science (which is of course not at all the same thing as programming). At our school, the typical incoming CS major has relatively little (and occasionally no) background in programming; but a substantial minority have moderate or substantial background in programming.

Next, in Section 2.1 we describe why we think this CS 0.5 approach is a good idea, and then in Section 2.2 describe why we chose to use a lightly modified version of Guzdial’s Media Computation course for non-CS-majors [7, 10, 11] as our CS 0.5.

2.1 Why CS 0.5?

First, let us point out that it is common to have many entry points for college-level study of established technical disciplines. At our school there are several “first” courses in each of Mathematics, Physics, and Chemistry. In all three of those cases there are at least two courses that are fairly common choices for majors in the discipline to take as their first course.

If anything, beginning CS majors have a wider range of backgrounds than beginning chemistry or math majors. Certainly at our school, which has selective but not highly selective admissions, and we imagine at most schools outside the top 20, we have: (1) a majority of CS majors who have had relatively little, occasionally zero, programming background, and (2) a substantial minority with a moderate to significant programming background.

These two groups create trouble when they are placed in the same classroom for the same first-semester course: the majority with little background are intimidated, and the minority with substantial background are bored. We suspect that the intimidated students with little background have a huge attrition rate from the CS major. We want to put these students in their own course, to create a welcoming environment that will encourage them to continue in CS. This should, we believe, level the playing field when all students are recombined in the aggressively paced traditional CS 1 course and improve the retention rate of these less experienced CS majors.

There are also pedagogical reasons for making the split. One reason is simply that it is very difficult to teach an introductory course to students with extremely diverse backgrounds in the subject.

Furthermore, the amount of material to be covered in the introductory sequence is currently an awkward size: too large for our traditional CS 1 followed by a CS 2 course on data structures, but not quite large enough for a standard three-course sequence (despite concerted efforts in this direction [19]).

Starting the CS 1 course with students who all have a basic knowledge of programming can provide a robust solution to this dilemma.

2.2 Media Computation as CS 0.5

Having decided that one should have a CS 0.5 that comes before a mildly aggressive traditional CS 1, one next has to decide what to teach in CS 0.5. As we said above, we want to provide our students with some “programming maturity,” and we want to engage and excite our students with computer science.

We chose to adapt Guzdial’s Introduction to Media Computing course, which was developed for use as a non-major’s introduction to CS at Georgia Institute of Technology (“Georgia Tech”), as our CS 0.5 course. That course has students writing Python programs to manipulate images (e.g., creating Photo-shop style filters), sounds, animations, and text. We felt that most of Guzdial’s argument’s about why that course was good for Georgia Tech’s non-CS-majors were also good arguments for using it for CS 0.5. In particular, we think the multimedia approach is a good one because most students enjoy multimedia already and are thus likely to be very interested in manipulating images, animations, and music themselves. We also like the Georgia Tech approach that allows one to first work with the multi-media material itself, then with programming shortly thereafter.

Python is also a good choice of language, because it is not too close to Java, the language used in the rest of the sequence. We want to make sure that CS 0.5 is providing only programming maturity, and not any specific content for the next course, so that it is easy for students who are experienced programmers to skip CS 0.5.

An additional reason to choose the Georgia Tech course is that attracting and retaining more women students was a specific design goal of the Georgia Tech course. We too hope to increase our retention of women.

Notice that one goal that we have for our CS 0.5 that was not prominent among Guzdial’s goals for his course is to provide this basic knowledge of programming.

3. OUR CS 0.5 IMPLEMENTATION

3.1 Before our changes

Prior to Spring 2005, at our school, we used a two-course introductory sequence that was somewhat based on this CS 0.5 idea. The first course, “old CS 0.5” was taken by almost all CS majors. A very few who specifically asked to skip it were allowed to begin with the second course in the sequence.

The second course both before and after the changes made was a mildly aggressive CS 1 course that has been using the Java programming language for the past several years.

Background: Old form of our CS 0.5. Our previous course had two main sections. Section 1 covered HTML. It introduced computation by teaching the effects of using various HTML tags on web pages. This section also included topics on basic operating system commands and file and directory manipulation. Section 2 involved using JavaScript to extend HTML pages into interactive applications. We taught the basic control structures (i.e., sequential, selective, and iterative statements) and cover variables, types, arrays,
functions, and parameters. This section occupied at least two-thirds of this course. In it, students created a number of JavaScript programs to explore the various topics.

3.2 Our new introductory sequence

We began planning our changes in the summer of 2004; the changes were implemented in Spring 2005.

In Spring 2005 we were quite aggressive in trying to convince students with programming experience who were considering CS 0.5 to take our placement test to get into the next course after CS 0.5. The test requires students to write a specified, fairly simple, short program in the programming language of their choice that requires using nested control structures, such as a conditional inside an array.

Students who pass the placement test are given one course credit towards graduation and placement in the next course. This giving of course credit serves two purposes:

1. It is strong encouragement for student who can pass the placement test to go on to the next course, and
2. It gives students the message that CS 0.5 is not remedial, but rather normal.

Notice when we come to discuss our good results, that we are selecting out the least experienced students to remain in CS 0.5.

In Spring 2005 we used the Guzdial text, and a modified version of his lecture slides and assignments; we are continuing to make more changes. In Spring 2005 our modest changes included adding a bit more material about computers and how they work, covering the material at a slightly slower pace than Georgia Tech, modestly more programming assignments, and requiring programming to be done by individual students.

The last point is obviously controversial given the great interest in pair and team programming today. However, the majority of our faculty, for better or worse, absolutely insist that students be able to create small programs, or small modifications of large programs, on their own.

4. OUR PRELIMINARY RESULTS

We provide two sorts of results here. Our primary interest is in how well the CS 0.5 approach works to retain students. The preliminary results are very positive, but it is too early to have definitive results. A secondary interest is in further studying how well the media computation approach to teaching CS work.

At our school, the CS major is part of the College of Engineering. The beginning of CS major’s course sequence is intended above all for the CS majors, but there are several other groups who also properly take it: CS minors, and those engineering majors who choose to take the CS major’s computer science courses, which is one option for most engineering majors.

The results we give, both for Spring 2005 and for earlier offerings, are for those students who are in the College of Engineering, since this group includes the heavy majority of the target audience, and was identified in both our anonymous surveys and our grading reports.¹

We have just completed the first offering of CS 0.5 and know that the students in that course were successful: among the target audience, all but one student received A, B, or C. Those students are in the traditional CS 1 at this time, and we do not yet have data on how well they are doing there.

Following Guzdial and Tew et al., we define “success” in the course to be obtaining a grade of A, B, or C; “success” is the opposite of the “WFD rate” of students earning D, F, or withdrawing. (The total pool are students enrolled at the end of the brief shopping period not counting a few who received Incomplete’s.) In the 2.5 year period before Spring 2005, the success rate was 75.9%. In Spring 2005 it was 94.4%. Note that the success rate should have decreased, all things being equal, because in Spring 2005 we made much greater efforts to remove the best students from the course, placing them in the next course.

<table>
<thead>
<tr>
<th></th>
<th>Enrollment</th>
<th>Success Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fall 2004</td>
<td>51</td>
<td>82.9%</td>
</tr>
<tr>
<td>Spring 2005</td>
<td>51</td>
<td>94.4%</td>
</tr>
</tbody>
</table>

Table 1: Success rate with CS 0.5 before and with new approach. Average for “old” is weighted by enrollment.

The results for both the final offering of our school’s “old” CS 0.5 and the Spring 2005 offering of the Multimedia CS 0.5 both had very low enrollments, and a WFD rate of exactly one student. (One D in both cases.)

This data suggests that the new approach is leading to greater student success, particularly given that one difference between the “new” and the “old” approaches is that under the “new” approach several very well prepared students were placed out of CS 0.5 who in the past would have taken it.

4.1 Student demographics

As can be seen from Table 1, our school had a sharp decrease in beginning CS students in 2004–2005, part of a well known nation wide trend. Indeed, enrollments for 2002–2004 were down considerably from the peak we experienced in 1999-2000. That being said, we give the demographics of the students in our version Media Computation as CS 0.5 for CS majors, and for Comparison those of the students who took Media Computation for non-CS majors at both Gainesville Community College and Georgia Tech [21].

Not surprisingly, the courses for non-CS-majors drew a modest majority of women, perhaps reflecting the fact that women now make up somewhat over half of all undergraduates nationwide.

¹Prior to the 2004–2005 school year, College of Engineering students were the overwhelming majority of students in the course. In 2004–2005, both the fall “before” course and
Increasing the course’s relevance to students was a common goal of all three courses. We appear to have been very successful, more so than the other two schools. This is not surprising; we certainly hope CS majors will find this material to be relevant; still our survey results are reassuring.

A question about relevance of the homework was worded differently by us than by the other two schools. We had 92% of the class agreeing or strongly agreeing with the statement “Doing homework helped me succeed in this course.” Georgia Tech and Gainesville had only 31–39% agreement with the statement “Homework assignments were relevant to me.”

In all three schools, however, students were directly asked about the usefulness of the course both “in other areas of my life” and “later in my professional career.” We present results in Table 5 (on next page). Notice that Georgia Tech and Gainesville had very good numbers here, but we had outstanding numbers here. Well over a third of students “strongly agreed” that skills from this course would be useful in both life and their career, and over three quarters “agreed” or “strongly agreed”.

5. RELATED WORK

The Georgia Tech Multimedia course’s curriculum is detailed in [10]; more information about the approach is given in [7]. An adaptation of that course to a community college (Gainesville) setting is discussed Tew et al. [21], who also compare results between Georgia Tech and Gainesville. In this paper we are able to provide a third data point of comparison for the success of this multimedia approach, and we do so. All three course’s use Guzdial’s textbook [11].

There have been many recent innovative efforts to address the shortage of women CS majors [5, 12, 14, 16, 17, 23], with the most famous effort probably being that of Carnegie-Mellon University. Carnegie-Mellon University dramatically increased its percentage of women CS undergraduates [14], but the biggest single factor in that success was a change in admissions. Carnegie-Mellon’s success probably cannot be replicated at more than a few dozen schools in the U.S. Carnegie-Mellon as a very prestigious school with a very large, very talented applicant pool, has the luxury of turning away many applicants who would be generally successful at Carnegie-Mellon. At most schools, including our school, this luxury does not exist. Every applicant that the school believe would be successful is admitted.

6. CONCLUSIONS

We have introduced a CS 0.5 approach to beginning CS based on Guzdial’s media computation course. Results from the first class of students are very strong—a very low WFD rate, and students report that the course is highly relevant. Moreover, we obtained these results with a class that was over 25% African-American and Hispanic.
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<table>
<thead>
<tr>
<th>Strongly Agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly Disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>12.6%</td>
<td>47.3%</td>
<td>23.9%</td>
<td>13.1%</td>
<td>3.2%</td>
</tr>
<tr>
<td>6.8%</td>
<td>38.7%</td>
<td>12.5%</td>
<td>16.2%</td>
<td>6.8%</td>
</tr>
<tr>
<td>6.2%</td>
<td>50%</td>
<td>12.5%</td>
<td>25%</td>
<td>6.2%</td>
</tr>
<tr>
<td>0</td>
<td>38.5%</td>
<td>25.0%</td>
<td>37.5%</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>38.7%</td>
<td>23%</td>
<td>37.5%</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>38.8%</td>
<td>23%</td>
<td>30.8%</td>
<td>0</td>
</tr>
<tr>
<td>46.2%</td>
<td>38.5%</td>
<td>23%</td>
<td>23%</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 5: Skills from this class will be useful in

<table>
<thead>
<tr>
<th>Georgia Tech</th>
<th>Gainesville</th>
<th>Our school</th>
</tr>
</thead>
<tbody>
<tr>
<td>Life</td>
<td>Career</td>
<td>Life</td>
</tr>
<tr>
<td>12.6%</td>
<td>6.8%</td>
<td>6.2%</td>
</tr>
<tr>
<td>47.3%</td>
<td>38.7%</td>
<td>50%</td>
</tr>
<tr>
<td>23.9%</td>
<td>12.5%</td>
<td>12.5%</td>
</tr>
<tr>
<td>13.1%</td>
<td>16.2%</td>
<td>25%</td>
</tr>
<tr>
<td>0</td>
<td>38.5%</td>
<td>23%</td>
</tr>
</tbody>
</table>


